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aBsTracT  
Code smells, indicative of potential design 

weaknesses in software, have garnered 

attention due to their subtle yet impactful 

implications on software maintainability. 

These symptoms, unlike explicit bugs or 

errors, hint at deeper architectural or design 

issues. This study delves into the origins, key 

manifestations, repercussions, and strategies 

to pinpoint these smells. Primary causes 

include inexperienced development, looming 

deadlines, evolving or ambiguous 

requirements, a neglect of refactoring, and 

insufficient code review processes. Such 

origins can manifest as widely recognized 

code smells, such as Large Classes, 

Duplicated Code, and Primitive Obsession. 

The presence of these patterns, while not 

immediately problematic, can precipitate 

several negative outcomes. These include 

diminished maintainability, an increased 

propensity for bugs, stunted development 

processes, limited code reusability, and 

reduced code comprehensibility. To address 

these concerns, this research advocates for a 

multipronged detection approach. Regular 

manual code reviews are fundamental, 

augmented by automated static analysis tools 

like SonarQube and PMD. Metrics such as 

cyclomatic complexity offer quantitative 

insights into code health. Moreover, 

integrating these checks within Continuous 

Integration systems can preemptively 

identify and mitigate these smells. 

Keywords: Code smells, Software 

maintainability, Design weaknesses, Static 

analysis tools, Refactoring 

inTroducTion 
Code smells refer to patterns or 

characteristics in source code that signal 

potential problems, inefficiencies, or 

complexities. Although they don't necessarily 

represent errors or bugs, they often indicate 

areas of code that may require refactoring for 

improved readability, maintainability, or 

performance [1]–[3]. Code smells can also 

serve as early warnings for potential issues 

that could cause difficulties in the debugging 

process, the addition of new features, or the 

scalability of the software. There are various 

types of code smells such as "Long Method," 
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where a method does more than it should, or 

"Data Clumps," where the same set of data 

appears together in numerous places. Another 

example is "Feature Envy," which occurs 

when an object excessively uses the methods 

of another object, suggesting a potential need 

for object reorganization [4]. 

The components that contribute to code 

smells can be categorized in several 

dimensions. One such dimension is the scope 

of the smell: is it localized within a single 

method (e.g., "Long Method" or "Duplicated 

Code") or does it pervade an entire class (e.g., 

"Large Class" or "God Class")? Another 

dimension is the symptom that the smell 

evokes. For instance, "Inappropriate 

Intimacy" between classes indicates a high 

degree of coupling, whereas "Primitive 

Obsession" denotes excessive use of 

primitive types instead of creating small 

classes to encapsulate related data and 

behaviors. Complexity is another dimension, 

encompassing smells like "Switch 

Statements" or "Conditional Complexity," 

which make the code harder to follow and 

maintain [5], [6]. 

Detecting code smells is often a mix of 

automated tooling and human expertise. 

While certain code smells can be identified 

through automated static code analysis, such 

as finding duplicated blocks of code or 

methods with too many lines, other smells 

like "Speculative Generality" (building 

functionality that isn’t needed yet) require a 

human reviewer's contextual understanding 

of the software project’s requirements and 

goals. Tools can flag potential issues, but 

human judgment is often needed to evaluate 

the trade-offs of refactoring the smelly code 

versus leaving it as is, especially considering 

the potential risks and costs associated with 

making changes to a codebase. 

causEs 
One of the most common causes for code 

smells is a lack of experience on the part of 

the developers. Junior developers, or those 

new to a particular language or framework, 

may not be familiar with best practices or the 

idiosyncrasies that can make or break code 

quality [7], [8]. They may employ anti-

patterns unknowingly, use incorrect data 

structures, or write convoluted logic that 

could have been simplified. Often, this is not 

due to a lack of intelligence or capability, but 

simply a lack of exposure to better methods. 

Over time, as these developers gain more 

experience and knowledge, they may be more 

likely to recognize these smells themselves, 

but initial ignorance can sow seeds of trouble 

in a codebase [9].  

Another major factor contributing to code 

smells is deadline pressures. Developers 

often work under tight schedules, and when 

the clock is ticking, it can be tempting to take 

shortcuts in order to get functionality out the 

door. This might involve hardcoding values, 

neglecting to separate concerns, or bypassing 

necessary validation checks. While these 

measures can expedite the immediate goal of 

meeting a deadline, they often lead to 
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technical debt that will need to be paid back 

later, often with interest, in the form of more 

time and resources spent on refactoring and 

debugging [10]. A third cause of code smells 

is poorly defined requirements. When a 

project’s requirements are ambiguous, 

incomplete, or constantly changing, it can be 

difficult for developers to produce high-

quality code [11], [12]. They may be forced 

to make assumptions or create workarounds 

that result in messy or confusing code. For 

example, if requirements change mid-way 

through a project, developers may have to 

"patch" existing code to fit the new 

specifications. This often leads to 

inconsistency and can make the code difficult 

to read and maintain [13].  

Lack of refactoring is also a significant cause 

of code smells. Software development is a 

dynamic process. As new features are added, 

and existing ones are changed or removed, 

the code needs to evolve. When developers 

ignore this ongoing need for refactoring, code 

can easily become a tangled web of 

dependencies and hacks. In essence, what 

might have been a clean and effective 

solution at one point can deteriorate into a 

code smell if not updated to match the 

changing context or requirements [14].  

Inadequate reviews constitute another reason 

why suboptimal code may proliferate. Code 

reviews are a critical aspect of software 

development, offering a venue for catching 

mistakes, improving code quality, and 

sharing knowledge among team members. 

When code reviews are rushed, infrequent, or 

superficial, problematic code can go 

undetected. Developers might miss 

opportunities to catch redundancies, 

unnecessary complexities, or other issues that 

make the code harder to maintain and 

understand [15].  

Code smells often emerge as a result of a 

variety of factors that range from individual 

developer experience to systemic issues like 

deadlines and changing requirements. 

Addressing the root causes can be 

challenging but is necessary for maintaining 

a healthy codebase in the long run. 

Preventative measures, such as mentorship 

for less experienced developers, realistic 

scheduling, clear requirements, ongoing 

refactoring, and thorough code reviews, can 

all contribute to reducing the likelihood of 

code smells appearing in the first place [16], 

[17]. 

common codE smElls 
Duplicated code is a pervasive issue in 

software development. When the same piece 

of code appears in multiple locations, it often 

suggests that the logic could be centralized or 

abstracted for reusability. The peril of 

duplicated code lies in the increased 

maintenance cost and the potential for errors. 

If a developer updates the logic in one 

location but forgets to make the 

corresponding change in another, 

inconsistencies arise. This creates a fertile 

ground for bugs and makes the codebase 

harder to manage over time. 
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A Long Parameter List is another code smell 

that often arises in evolving codebases. 

Methods with too many parameters can be 

difficult to understand, and they often 

indicate that the method is doing too much. 

Numerous parameters can also make it easy 

to introduce errors, as it becomes 

cumbersome to remember the correct order 

or purpose of each argument. Ideally, 

methods should operate with fewer 

arguments, and objects should encapsulate 

related sets of data that can be passed around 

together. This enhances readability and 

reduces the likelihood of mistakes [18].  

Feature Envy is an anti-pattern where a class 

excessively uses methods from another class 

[19], indicating that the behavior might 

belong in the latter. Feature envy can 

compromise the principles of object-oriented 

programming, particularly encapsulation and 

cohesion. It can make the code harder to 

understand and modify, as behavior that 

logically belongs in one class is spread across 

multiple locations. This dispersed logic 

increases the risk of errors during updates or 

refactoring, as changes in one class may 

inadvertently affect another [20]. 

Switch Statements present a unique kind of 

problem. While sometimes necessary, an 

overreliance on switch statements often 

indicates that a codebase could benefit from 

polymorphism or other object-oriented 

principles. Extensive use of switch 

statements makes the code less flexible and 

harder to extend. For example, adding a new 

case would require modifying existing switch 

structures, risking unintended consequences. 

Using polymorphism allows for more easily 

extendable and maintainable code, as new 

behaviors can be added without altering 

existing code. 

Lazy Class refers to classes that don't do 

enough to justify their existence. Such classes 

can increase the complexity of a codebase 

without adding significant value, making it 

harder to navigate and understand the system 

as a whole [21]. They often result from 

incomplete refactoring or premature 

optimization efforts. Similarly, Data Clumps, 

where the same group of variables is passed 

around in multiple places, indicate a lack of 

structure or abstraction. This can make the 

code more error-prone, as changes to one part 

of the data clump will likely necessitate 

changes in all places where it appears [22].  

Finally, Primitive Obsession is a code smell 

that indicates an overreliance on primitive 

types like integers and strings to represent 

complex ideas. For example, using a string to 

represent a date instead of a dedicated Date 

object. This can lead to type errors, decreased 

readability, and lost opportunities for 

encapsulating behavior. Encouragingly, 

many of these code smells can be mitigated 

through proper design patterns, disciplined 

coding practices, and regular refactoring. 

consEquEncEs 
The impact of code smells on a software 

project is not just theoretical; it manifests in 

several tangible ways that can slow down 
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development and compromise code quality. 

One of the most significant consequences is 

decreased maintainability. A codebase 

riddled with smells is often a labyrinth that is 

hard to navigate and understand. This makes 

it more time-consuming to implement even 

minor changes or to add new features. The 

convoluted nature of such a codebase could 

also mean that developers are afraid to make 

changes for fear of introducing new bugs, 

essentially freezing the project's ability to 

evolve effectively [23]. 

Speaking of bugs, another serious 

consequence of code smells is the increased 

likelihood of errors cropping up [24], [25]. 

Complex, redundant, or poorly structured 

code provides ample hiding places for bugs. 

These issues can range from simple, easily 

detected errors to more insidious bugs that 

only surface under particular conditions. As 

these accumulate, the stability of the 

application becomes compromised, which 

might not only affect the user experience but 

could also pose security risks depending on 

the nature of the project [26]. 

Slower development speed is another by-

product of code smells. When a codebase 

becomes harder to understand, new features 

take longer to implement. This can create a 

feedback loop where deadline pressures lead 

to more code smells, further reducing 

development speed. This is particularly 

detrimental in today's fast-paced software 

development environments, where the ability 

to quickly adapt and release new features can 

be a critical competitive advantage. Any 

slowdowns can lead to missed market 

opportunities and reduced profitability. 

Reduced code reusability is another issue that 

arises from code smells. Ideally, a well-

designed codebase will allow for pieces of 

code to be reused in different parts of the 

application or even in entirely different 

projects. However, the presence of code 

smells often means that the code is too 

specialized, redundant, or entangled to be 

easily reused. This not only impacts the 

current project but can also limit a team's 

future efforts, forcing them to reinvent the 

wheel each time they need functionality that 

could have been reused from an earlier 

project. 

Another less obvious but equally impactful 

consequence is decreased readability, which 

affects the onboarding of new team members. 

In a codebase full of smells, the learning 

curve becomes significantly steeper. New 

developers may need more time to become 

productive members of the team, as they have 

to wrestle with understanding the intricacies 

of a complex codebase [27], [28]. This can 

lead to longer development cycles and 

increased costs in terms of both time and 

money [29]. 

In a world where software projects are often 

complex and always evolving, the 

consequences of code smells can be severe. 

They may not always be immediately visible, 

but over time, they can significantly affect a 

team's productivity, the quality of the 
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software, and ultimately, the success of the 

project. Given these potential pitfalls, 

investing in good coding practices and 

regular refactoring becomes not just a matter 

of professional pride but a critical business 

imperative. 

dETEcTion sTraTEgiEs 
Manual Code Reviews are structured 

evaluations where developers examine each 

other's code to identify issues, including code 

smells. This method incorporates the 

expertise and judgment of multiple team 

members, making it possible to catch subtle 

or context-specific problems that automated 

tools might overlook. It fosters a culture of 

collective code ownership and shared 

responsibility for the codebase's quality. The 

downside is that manual reviews can be time-

consuming and their effectiveness is often 

dependent on the skill level of the reviewers. 

Nonetheless, they serve as an invaluable tool 

for both detecting issues and for educational 

purposes, helping team members improve 

their coding skills through peer feedback 

[30].  

Automated Static Analysis Tools are software 

applications designed to scan a codebase 

without executing it, looking for specific 

patterns that are indicative of code smells, 

security vulnerabilities, or other issues. Tools 

like SonarQube, PMD, and Checkstyle have 

pre-configured rules to identify common 

smells such as duplicated code or long 

methods. The advantage of these tools is their 

ability to quickly analyze large volumes of 

code, providing a first line of defense against 

deteriorating code quality. While they are 

efficient, these tools can sometimes generate 

false positives or lack the nuance to 

understand context-specific requirements, 

making human oversight essential [31]. 

Metrics Analysis is the practice of collecting 

and evaluating numerical data related to code 

quality. Various metrics like cyclomatic 

complexity, which measures the number of 

independent paths through a block of code, or 

depth of inheritance, which counts the levels 

of inheritance in object-oriented languages, 

can provide objective indicators of code 

health. These metrics can be tracked over 

time to measure the impact of changes and to 

flag potential areas of concern. They serve as 

a valuable supplement to other review 

methods, providing quantifiable data that can 

guide refactoring efforts [32], [33]. However, 

metrics alone cannot capture every nuance of 

code quality, and incorrect interpretation can 

lead to misguided refactoring efforts [34]. 

Continuous Integration (CI) Systems offer a 

continuous approach to code smell detection. 

In a CI pipeline, code is automatically built 

and tested every time a change is made, 

providing immediate feedback to developers. 

By integrating code smell detection into this 

process, it's possible to catch problematic 

patterns before they are merged into the main 

codebase. This real-time feedback enables 

teams to address issues promptly, reducing 

the technical debt that can accumulate when 

problems are left unaddressed [35], [36]. 
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While highly effective for catching a wide 

array of issues early, CI systems require 

proper configuration and maintenance, and 

they cannot entirely replace the nuanced 

understanding that human reviewers bring to 

the table [37]. 

Refactoring Sessions are dedicated time 

periods where the primary objective is to 

improve the codebase, without the pressure 

of adding new functionalities or fixing 

existing bugs. These sessions provide an 

opportunity to focus solely on eliminating 

code smells and improving code quality. 

They are particularly useful for tackling more 

complex refactoring tasks that require a 

deeper understanding of the code and its 

architecture. Through regular refactoring 

sessions, teams can systematically reduce 

technical debt, making the codebase easier to 

work with and less prone to bugs. They also 

offer an educational experience, allowing less 

experienced developers to learn better coding 

practices from their more experienced peers 

[38].  

Detecting code smells is the first crucial step 

in improving the quality of a software 

project. Manual code reviews are a traditional 

but effective approach for identifying 

problematic code. In this process, team 

members regularly review each other's code, 

looking for signs of bad practices or areas that 

need improvement. Because human 

judgment is involved, this method can catch 

subtle issues that automated tools might miss 

[39], [40]. However, it's also time-consuming 

and relies on the expertise of the reviewers, 

which can vary from person to person. 

Automated Static Analysis Tools like 

SonarQube, PMD, or Checkstyle offer a more 

automated approach to identifying code 

smells. These tools scan the codebase for 

known patterns that are likely to be 

problematic. The benefit of using automated 

tools is that they can quickly analyze large 

codebases and identify issues with 

consistency, saving human reviewers 

valuable time. However, they are often not as 

nuanced as a human reviewer and might 

produce false positives or overlook context-

specific issues [41]  

Metrics Analysis provides a quantitative 

approach to identifying code smells. By 

monitoring various code metrics such as 

cyclomatic complexity, depth of inheritance, 

or class cohesion, developers can get an 

objective measure of code quality. High 

cyclomatic complexity, for example, could 

indicate that a function is doing too much and 

might be a candidate for refactoring. This 

approach is particularly useful for large 

projects where manual reviews are 

impractical due to the sheer size of the 

codebase. Metrics can flag potential problem 

areas that warrant closer examination, 

although interpreting these metrics correctly 

does require expertise [42].  

Continuous Integration (CI) Systems provide 

an ongoing strategy for catching code smells. 

By integrating smell detection tools into a CI 

pipeline, you can automatically scan for 
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issues every time code is committed. This 

ensures that problems are caught early, before 

they become deeply ingrained in the 

codebase [43]. CI systems often include a 

suite of tests that the code must pass before 

being merged, and adding smell detection to 

this suite can make the process even more 

robust. However, CI can only catch issues 

that it's configured to look for, so it's not a 

complete substitute for other forms of review 

[44]. 

Regularly scheduled Refactoring Sessions 

serve as another valuable strategy for 

detecting and eliminating code smells. In 

these sessions, the sole purpose is to clean up 

the code, rather than to add new features or 

fix bugs. This allows developers to focus 

entirely on improving code quality, making it 

easier to spot and remove smells. Refactoring 

sessions also provide an opportunity for less 

experienced team members to learn from 

more seasoned developers, promoting better 

coding practices across the team [45].  Each 

of these detection strategies has its own 

strengths and weaknesses, and they are often 

most effective when used in combination. 

Manual reviews provide nuance, automated 

tools offer speed and consistency, metrics 

offer quantifiable data, CI systems provide 

ongoing checks, and refactoring sessions 

allow for focused improvement. By 

employing a mix of these strategies, teams 

can significantly improve their ability to 

detect and eliminate code smells, leading to 

cleaner, more maintainable codebases [46].  

conclusion  
Code smells are symptomatic of underlying 

issues in a software project that, while not 

breaking the functionality, can lead to 

problems in readability, maintainability, and 

scalability. They serve as red flags that warn 

developers of sections in the code that may 

require attention or restructuring. Although 

these indicators are not outright errors, they 

do highlight weak spots that might make 

future adjustments or debugging more 

challenging. Code smells can be as simple as 

an excessively long function that tries to do 

too much, or as complex as a class that has 

assumed too many responsibilities, thereby 

violating the Single Responsibility Principle, 

a key tenet of object-oriented programming 

[47]. 

The identification of code smells involves 

several components and methods. First, 

there's the scope of where the smell occurs. 

Some smells are localized, affecting only a 

single method or function. Others might span 

an entire class or even multiple classes, 

suggesting architectural issues. The second 

component is the type of issue that the smell 

is signaling. For instance, "Duplicated Code" 

is often a sign that a particular logic has been 

used in more than one place and may be 

better suited as a separate method or class. On 

the other hand, a "Large Class" might 

indicate that a single class is doing too much 

and needs to be broken down into smaller, 

more focused classes. Finally, the severity of 

the smell is another component to consider. 

While some smells may be more of an 
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annoyance, others may hint at structural 

issues that can significantly affect the 

project's long-term viability [48]. Detecting 

and resolving code smells is usually a 

collaborative effort between automated tools 

and human intervention. Static code analysis 

tools can automatically scan a codebase and 

flag potential smells, like methods that are 

too long or variables that are poorly named. 

However, not all code smells can be caught 

by these tools. For example, identifying a 

"Data Clump," or a set of variables that are 

always used together, often requires 

contextual understanding that a tool can't 

provide. Human reviewers bring this context 

to the table, employing their knowledge of 

the project’s requirements and potential 

future changes to determine the real impact 

of a code smell and the necessity of 

refactoring [49].  

Code smells often arise due to a variety of 

factors that contribute to less-than-ideal 

coding practices. One common reason is the 

lack of experience among junior developers, 

who may not be familiar with the best 

practices to avoid certain issues like overuse 

of primitives or passing around the same 

group of variables in multiple places. 

Deadlines also play a significant role; the 

pressure to deliver on time can lead to hastily 

written, suboptimal code that leaves behind 

problematic areas that are hard to maintain or 

extend. Ambiguous or frequently changing 

project requirements can further complicate 

matters, as developers may then produce 

quick, temporary solutions that eventually 

become permanent, leading to lingering 

smells. Another contributing factor is the lack 

of regular refactoring, which means that code 

can accumulate issues over time as it evolves. 

Finally, inadequate reviews or the absence of 

peer review processes can result in code 

smells going unnoticed and unaddressed. 

Common code smells can vary in nature and 

complexity but often fall into recognizable 

patterns that developers should be wary of. A 

class or method that has grown too large can 

be a clear indicator of a section of code that 

is trying to do too much, potentially making 

it harder to understand and maintain. 

Duplicated code, where the same code 

structure is found in more than one location, 

can make future modifications cumbersome 

and error-prone. Long parameter lists in 

methods can make the code confusing and 

challenging to work with, while classes that 

excessively use methods from another class, 

known as Feature Envy, may signal 

responsibilities that are not well-distributed. 

Other smells like extensive use of switch 

statements, classes that do very little, or 

multiple places where the same group of 

variables is used can also indicate issues that 

require attention [50].  

The consequences of ignoring code smells 

can be detrimental over time, affecting 

various aspects of software development. 

One immediate impact is the decrease in code 

maintainability; the more smells present, the 

harder it becomes to modify, extend or debug 

the software. This lack of maintainability also 
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increases the likelihood of bugs creeping into 

the system, as convoluted or overly complex 

code sections can become hard to test 

effectively. Development speed can suffer as 

well, especially as new team members 

struggle to understand a codebase riddled 

with smells, slowing down the addition of 

new features. Moreover, the presence of code 

smells can significantly reduce the reusability 

of code, limiting the potential for components 

to be used in different parts of the application 

or even in different projects. Lastly, code 

readability takes a hit, making it difficult for 

new or even existing team members to 

understand the code's logic, thereby 

steepening the learning curve. 

Identifying code smells can be accomplished 

through various strategies, each with its 

advantages and limitations. Manual code 

reviews remain a tried-and-true method, 

wherein peers review each other's code to 

spot any potential issues. This approach 

brings the benefit of human intuition and 

contextual understanding but can be time-

consuming. Automated static analysis tools 

can scan a codebase for known code smell 

patterns and are especially useful for quickly 

identifying common smells like duplicated 

code or long methods. However, these tools 

might lack the contextual understanding that 

a human reviewer would have. Metrics 

analysis can offer a more quantitative 

approach, focusing on aspects like 

cyclomatic complexity or depth of 

inheritance to flag potential problems [51]–

[53]. Continuous Integration systems can 

also incorporate code smell detection to catch 

issues before they get merged into the main 

codebase, thereby acting as a preventative 

measure. Lastly, scheduling dedicated 

refactoring sessions allows developers to 

focus solely on cleaning up the code, which 

not only helps in identifying existing smells 

but also in preventing the introduction of new 

ones. 
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